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# Введение

Данная работа посвящена теме арифметический операций с полиномами. В математике часто приходится работать с полиномами. Людям необходимо выполнять некоторые преобразования, а так же операции над ними. Разработанная программа помогает выполнять различные арифметические операции над полиномами, такие как:

Сложение и умножение.

# Постановка задачи

Необходимо разработать программу, позволяющую выполнять арифметические операции над полиномами: сложение, умножение, умножение на константу. Каждый моном полинома может состоять из трех переменных, каждая из которых имеет свою степень, коэффициент перед мономом представляет собой вещественное число.
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1. Умножение полиномов.

# Руководство пользователя

Для начала работы программы необходимо открыть файлsample.exe.

После запуска программы, перед пользователем появится окно, в котором необходимо будет выбрать арифметическое действие над полиномами

1. ![](data:image/png;base64,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)Выбор арифметической операции

Затем пользователь должен ввести полиномы, после чего программа выведет на экран полученный результат. В конце выполнения программы, пользователю необходимо выбрать, продолжить вычисления или завершить.

# Руководство программиста

## Структура программы

Программа содержит в себе 4 проекта:

1. gtest (содержит в себе google тесты)
   1. gtest-h (заголовочный файл)
   2. gtest-all
2. polinom\_lib
   1. list.h (содержит в себе объявление и реализацию шаблонного класса list)
   2. monom.h (содержит в себе объявление шаблонного класса monom)
   3. node.h (содержит в себе объявление и реализацию шаблонного класса node)
   4. polinom.h (содержит в себе объявление шаблонного класса polinom)
   5. list.cpp
   6. node.cpp
   7. polinom.cpp (содержит в себе реализацию шаблонного класса polinom)
3. sample
   1. sample\_list.cpp (содержит в себе функцию main)
4. test
   1. test\_list.cpp (содержит в себе тесты для list)
   2. test\_main.cpp (содержит в себе функцию main, которая запускает google - тесты)
   3. test\_polinom.cpp (содержит в себе тесты для monom и polinom)

## Описание структуры данных

В программе используется циклический список с головой, список имеет два поля. С помощью него реализуется polinom. Сам полином состоит из мономов (это звенья списка) каждый моном содержит вещественный коэффициент, а так же степень всех трех переменных. Мономы в списке хранятся по возрастанию степеней. Звено списка реализовано с помощью шаблонного класса node. Список представляет собой структуру с двумя полями: указатель на голову звена и указатель на текущее звено.

## Описание программной реализация

1. node

val data; - данные;  
 node<val>\* next; - указатель на следующее звено;

node() - создает пустое звено;

{

next = NULL;

}

const node<val>&operator=(const node<val> &n);

bool operator==(const node<val> &n) const;

friend ostream & operator<<(ostream &os, const node<val> &n) - перегрузка вывода

1. list

node<val>\* head; - указатель на голову

node<val>\* current; - текущий элемент

node<val>\* tail; - указатель на хвост

ringlist();

ringlist(const ringlist<val> &l);

~ringlist();

void clean();- очистить список

void reset();- текущий элемент равен голове (перейти к голове)

void getnext();- перейти на следующий

bool isended() const; - проверка на конец

void delet(node<val> \*l); - функция удаления

val & getdata() const; - получить данные

node<val>\* search(const val &d); - поиск звена с конкретными данными

void insert\_to\_tail(const val &d); - вставка в конец

void insert\_up(const val &d); - вставка в упорядоченный список

bool operator==(const ringlist<val> &l) const; - сравнение списков

const ringlist<val> & operator=(const ringlist<val> &l); - перегрузка оператора присваивания

friend ostream& operator<<(ostream &out, const ringlist<val> &n) - вывод

1. monom

double coeff; - коэффициент монома

unsigned int abc; - степень монома

~monom() {}

const monom& operator=(const monom &m); - перегрузка оператора присваивания

bool operator==(const monom &m) const; - перегрузка оператора равенства

bool operator!=(const monom &m) const; - перегрузка оператора неравенства

bool operator<(const monom &m) const; - перегрузка оператора меньше

bool operator>(const monom &m) const; - перегрузка оператора больше

monom operator\*(const double d) const; - перегрузка оператора умножение на const

monom operator\*(const monom &m) const; - перегрузка оператора умножения

friend ostream & operator<<(ostream &os, const monom &n); - перегрузка вывода

1. polinom

ringlist<monom> pol; - список из мономов

const polinom& operator=(const polinom &p); - перегрузка оператора присваивания

polinom operator+(const polinom &p) const; - сложение полиномов

polinom operator\*(const polinom &p) const; - умножение полиномов

polinom operator\*(const double d) const; - умножение на константу

bool operator==(const polinom &p) const; - перегрузка оператора равенства

bool operator!=(const polinom &p) const; - перегрузка оператора неравенства

friend ostream& operator<<(ostream& out, const polinom &p); - перегрузка вывода

# Заключение

В данной работе было реализовано создание полиномов и выполнение арифметических операций над ними, таких как сложение, умножение, умножение на константу.
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# Приложение

list.h

#pragma once

#include "node.h"

template <class val>

class ringlist

{

private:

node<val>\* head;

node<val>\* current; //текущий элемент

node<val>\* tail;

public:

ringlist();

ringlist(const ringlist<val> &l);

~ringlist();

void clean(); //очистить список

void reset(); //current = head

void getnext(); //current перейдет на следующий

bool isended() const; //проверка на конец

void delet(node<val> \*l);

val & getdata() const;

node<val>\* search(const val &d);

void insert\_to\_tail(const val &d); //вставка в конец

void insert\_up(const val &d); //вставка в упорядоченный список

bool operator==(const ringlist<val> &l) const; //сравнение списков

const ringlist<val> & operator=(const ringlist<val> &l);

friend ostream& operator<<(ostream &out, const ringlist<val> &n)

{

node<val>\* t = n.head->next;

if (t == n.head)

out << "0";

while (t != n.head)

{

out << t->data << " ";

t = t->next;

}

return out;

}

};

template<class val>

inline ringlist<val>::ringlist()

{

head = new node<val>();

tail = head;

head->next = head;

}

template<class val>

inline ringlist<val>::ringlist(const ringlist<val>& l)

{

head = new node<val>();

node<val>\* t = head;

node<val>\* tt = l.head->next;

while (tt != l.head)

{

t->next = new node<val>(tt->data);

tail = t->next;

t = t->next;

tt = tt->next;

}

tail->next = head;

}

template<class val>

inline ringlist<val>::~ringlist()

{

clean();

delete head;

}

template<class val>

inline void ringlist<val>::clean()

{

node<val>\* t = head->next;

while (t != head)

{

node<val>\* tt = t->next;

delete t;

t = tt;

}

head->next = head;

tail = head;

}

template<class val>

inline void ringlist<val>::delet(node<val> \*l)//удаление звена списка

{

node<val> \*t = head;

while (t->next != l)

t = t->next;

t->next = l->next;

delete l;

}

template<class val>

inline void ringlist<val>::reset()

{

current = head;

}

template<class val>

inline void ringlist<val>::getnext()

{

current = current->next;

}

template<class val>

inline bool ringlist<val>::isended() const

{

return (current == head);

}

template<class val>

inline val & ringlist<val>::getdata() const

{

return current->data;

}

template<class val>

inline node<val>\* ringlist<val>::search(const val &d)//поиск звена с даными d

{

node<val>\* t = head->next;

while ((t != head) && (t->data != d))

{

t = t->next;

}

if (t == head)

return NULL;

else

return t;

}

template<class val>

inline void ringlist<val>::insert\_to\_tail(const val & d)

{

node<val>\* t = new node<val>(d);

tail->next = t;

tail = t;

tail->next = head;;

}

template<class val>

inline void ringlist<val>::insert\_up(const val & d)

{

node<val>\* t = new node<val>(d);

node<val>\* tt = head->next;

node<val>\* pred = head;

while ((tt != head) && (tt->data > d))

{

pred = tt;

tt = tt->next;

}

t->next = tt;

pred->next = t;

if (tt == head)

{

tail = t;

}

}

template<class val>

inline bool ringlist<val>::operator==(const ringlist<val> &l) const

{

bool flag = true;

if (this != &l)

{

node<val>\* t = head->next;

node<val>\* tt = l.head->next;

while (t->data == tt->data && t != head && tt != l.head)

{

t = t->next;

tt = tt->next;

}

if (t != head || tt != l.head)

flag = false;

}

return flag;

}

template<class val>

const ringlist<val> & ringlist<val>::operator=(const ringlist<val> &l)

{

clean();

head = new node<val>();

node<val>\* t = head;

node<val>\* tt = l.head->next;

tail = head;

while (tt != l.head)

{

t->next = new node<val>(tt->data);

tail = t->next;

t = t->next;

tt = tt->next;

}

tail->next = head;

return \*this;

}

monom.h

#pragma once

#include "node.h"

#include "list.h"

class monom

{

public:

double coeff;

unsigned int abc;

monom(const double cf = 0.0, const unsigned int abc2 = 0);

monom(const monom &n);

monom(const string &s);

~monom() {}

const monom& operator=(const monom &m);

bool operator==(const monom &m) const;

bool operator!=(const monom &m) const;

bool operator<(const monom &m) const;

bool operator>(const monom &m) const;

monom operator\*(const double d) const;

monom operator\*(const monom &m) const;

friend monom operator\*(const double d, const monom &m)

{

return (m\*d);

}

friend ostream & operator<<(ostream &os, const monom &n);

};

node.h

#pragma once

#include <stdlib.h>

#include <iostream>

#include <string>

using namespace std;

template <class val>

class node

{

public:

val data;

node<val>\* next;

node()

{

next = NULL;

}

node(const node<val> &n);

node(const val & d);

~node()

{

}

const node<val>&operator=(const node<val> &n);

bool operator==(const node<val> &n) const;

friend ostream & operator<<(ostream &os, const node<val> &n)

{

os << n.data;

return os;

}

};

template<class val>

inline node<val>::node(const node<val> &n)

{

data = n.data;

next = n.next;

}

template<class val>

inline node<val>::node(const val &d)

{

data = d;

next = NULL;

}

template<class val>

inline const node<val>& node<val>::operator=(const node<val> &n)

{

data = n.data;

next = n.next;

return \*this;

}

template<class val>

inline bool node<val>::operator==(const node<val>& n) const

{

if ((data == n.data) && (next == n.next))

return true;

else

return false;

}

polinom.h

#pragma once

#include "monom.h"

class polinom

{

ringlist<monom> pol;

public:

polinom() {}

polinom(const polinom &p);

polinom(const string &s);

~polinom() {}

const polinom& operator=(const polinom &p);

polinom operator+(const polinom &p) const;

polinom operator\*(const polinom &p) const;

polinom operator\*(const double d) const;

bool operator==(const polinom &p) const;

bool operator!=(const polinom &p) const;

friend polinom operator\*(const double d, const polinom &p)

{

return (p\*d);

}

friend ostream& operator<<(ostream& out, const polinom &p);

};

polinom.cpp

#include "monom.h"

#include "polinom.h"

monom::monom(const double cf, const unsigned int abc2)

{

coeff = cf;

abc = abc2;

}

monom::monom(const monom &n)

{

coeff = n.coeff;

abc = n.abc;

}

monom::monom(const string &s)//создание монома

{

string c = s + ' ';

bool f = true;

int min = 1, i;

abc = 0;

string cof;

if (c[0] == '-')

{

min = -1;

c.erase(0, 1); //удаление элемента

}

int len = c.length();

for (i = 0; f; i++)

{

if (((c[i] >= '0') && (c[i] <= '9')) || (c[i] == '.'))

{

cof = cof + c[i];

}

else

{

f = false;

if (cof != "")

{

double cof1 = atof(cof.c\_str());

coeff = min \* cof1;

}

else

coeff = min;

}

}

for (int j = i - 1; j<len; j++)

{

if (c[j] == 'x')

{

if ((c[j + 1] >= '0') && (c[j + 1] <= '9'))

{

abc = abc + 100 \* (c[j + 1] - '0');

j++;

}

else

abc = abc + 100;

}

else

if (c[j] == 'y')

{

if ((c[j + 1] >= '0') && (c[j + 1] <= '9'))

{

abc = abc + 10 \* (c[j + 1] - '0');

j++;

}

else

abc = abc + 10;

}

else

if (c[j] == 'z')

{

if ((c[j + 1] >= '0') && (c[j + 1] <= '9'))

{

abc = abc + (c[j + 1] - '0');

j++;

}

else

abc = abc + 1;

}

}

}

const monom& monom::operator=(const monom &m)

{

coeff = m.coeff;

abc = m.abc;

return \*this;

}

bool monom::operator==(const monom &m) const

{

if (abc == m.abc)

return true;

else

return false;

}

bool monom::operator!=(const monom &m) const

{

if (abc != m.abc)

return true;

else

return false;

}

bool monom::operator<(const monom &m) const

{

if (abc<m.abc)

return true;

else

return false;

}

bool monom::operator>(const monom &m) const

{

if (abc>m.abc)

return true;

else

return false;

}

monom monom::operator\*(const double d) const

{

monom t(coeff\*d, abc);

return t;

}

monom monom::operator\*(const monom &m) const

{

if (abc + m.abc > 999)

throw "error";

else

{

monom t(coeff \* m.coeff, abc + m.abc);

return t;

}

}

ostream & operator<<(ostream &os, const monom &n)

{

os << n.coeff << "\*x" << n.abc / 100 << "\*y" << (n.abc / 10) % 10 << "\*z" << n.abc % 10;

return os;

}

polinom::polinom(const polinom &p)

{

pol = p.pol;

}

polinom::polinom(const string &s)

{

string c = s + '+';

int len = c.length();

bool min = false;

string mon;

for (int i = 0; i < len; i++)

{

if ((c[i] != '+') && (c[i] != '-'))

{

mon = mon + c[i];

}

else

{

if (mon != "")

{

if (min)

{

mon = '-' + mon;

}

monom b(mon);

mon = "";

node<monom>\* t = pol.search(b);//ищем звено с данными b

if (t != NULL)

{

t->data.coeff += b.coeff; // считаем подобные

}

else

pol.insert\_up(b);

}

if (c[i] == '-')

min = true;

else

min = false;

}

}

}

const polinom& polinom::operator=(const polinom &p)

{

pol = p.pol;

return \*this;

}

polinom polinom::operator+(const polinom &p) const

{

ringlist<monom> pol1 = pol;

ringlist<monom> thispol = p.pol;

pol1.reset(); //запись в head

thispol.reset();

pol1.getnext();

thispol.getnext();

polinom summa;

while ((!pol1.isended()) && (!thispol.isended())) //пока полиномы не закончились

{

monom a(pol1.getdata());

monom b(thispol.getdata());

if (a > b)

{

summa.pol.insert\_to\_tail(a);

pol1.getnext();

}

else

if (a < b)

{

summa.pol.insert\_to\_tail(b);

thispol.getnext();

}

else

{

monom c(a.coeff + b.coeff, a.abc);

if (c.coeff != 0)

summa.pol.insert\_to\_tail(c);

pol1.getnext();

thispol.getnext();

}

}

while (!pol1.isended())

{

summa.pol.insert\_to\_tail(pol.getdata());

pol1.getnext();

}

while (!thispol.isended())

{

summa.pol.insert\_to\_tail(thispol.getdata());

thispol.getnext();

}

return summa;

}

polinom polinom::operator\*(const polinom &p) const

{

ringlist<monom> pol1 = pol;

ringlist<monom> thispol = p.pol;

pol1.reset();

thispol.reset();

pol1.getnext();

thispol.getnext();

polinom mult;

while (!pol1.isended())

{

while (!thispol.isended())

{

monom c(pol1.getdata() \* thispol.getdata());

if (c.coeff != 0.0)

{

node<monom>\* t = mult.pol.search(c);

if (t != NULL)

{

t->data.coeff += c.coeff;

if (t->data.coeff == 0.0)

mult.pol.delet(t);

}

else

{

mult.pol.insert\_up(c);

}

}

thispol.getnext();

}

pol1.getnext();

thispol.reset();

thispol.getnext();

}

return mult;

}

polinom polinom::operator\*(const double d) const

{

ringlist<monom> pol1 = pol;

polinom multip;

if (d != 0)

{

pol1.reset();

pol1.getnext();

while (!pol1.isended())

{

multip.pol.insert\_to\_tail(pol1.getdata()\*d);

pol1.getnext();

}

}

return multip;

}

bool polinom::operator==(const polinom &p) const

{

if (this != &p)

{

bool flag = true;

polinom pol1(\*this), pol2(p);

pol1.pol.reset();

pol1.pol.getnext();

pol2.pol.reset();

pol2.pol.getnext();

while ((flag) && (!pol1.pol.isended()) && (!pol2.pol.isended()))

{

monom a = pol1.pol.getdata();

monom b = pol2.pol.getdata();

if (a == b)

{

if (a.coeff != b.coeff)

flag = false;

}

else

flag = false;

pol1.pol.getnext();

pol2.pol.getnext();

}

if ((!pol1.pol.isended()) || (!pol2.pol.isended()))

flag = false;

return flag;

}

else

return true;

}

bool polinom::operator!=(const polinom &p) const

{

return !(\*this == p);

}

ostream & operator<<(ostream & out, const polinom &p)

{

out << p.pol;

return out;

}